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GLOSSARY

Artisan Studio UML modelling tool suite. URL: http://www.atego.com/products/artisan-studio/.

Eclipse An open source software development environment comprising an integrated development environ-
ment and an extensible plug-in system. URL: http://www.eclipse.org.

Epsilon Eclipse-based model transformation tool set. URL: http://www.eclipse.org/gmt/epsilon/doc/
etl/.

KnowGravity Inc. (Consultancy). URL: http://www.knowgravity.com.

LTSmin Tool set providing symbolic model checking for the mCRL2 specification language, cf. [2]. URL: http:
//fmt.cs.utwente.nl/tools/ltsmin/.

mCRL2 A formal specification language, as well as the name of the associated tool set, cf. [S]. URL: http:
//www.mcrl2.org.

Micro 2010 An experimental, minimum functionality interlocking xXUML model provided by KnowGravity
Inc.

Papyrus An Eclipse-based UML editor. URL: www.papyrusuml.org.
Rodin Theorem prover associated with UML-B. URL: http://wiki.event-b.org/index.php/Rodin_Platform

UML Unified Modeling Language, a standardized general-purpose modeling language managed and created
by the Object Management Group. URL: http://www.uml.org.

UML-B Modelling tool based on model refinement techniques. URL: http://wiki.event-b.org/index.
php/UML-B.

XMI XML Metadata Interchange, an Object Management Group (OMG) standard for exchanging metadata
information via Extensible Markup Language (XML).

xUML Executable UML, an executable subset of UML.
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Section 1 — EXECUTIVE SUMMARY

The verification task D.4.5 of the universities is a major undertaking, and it requires the aid of software tools.
The first part of task D.4.5 consists of developing and adapting these tools. The current deliverable D.4.5.1
presents a prototype of the verification tools developed for our model checking approach to verification. The
prototype demonstrates the model checking process using Micro 2010, an experimental xXUML model of a
very simple interlocking. We conduct verification of three safety invariants mentioned in the Micro 2010
documentation. These three safety invariants have been modelled in XUML as well. The tool allows the user to
specify a track layout for Micro 2010, and to choose which safety invariants to verify. If an invariant is violated,
a so-called error trace is generated and visualised as a UML message sequence diagram. Such an error trace
provides the user with a concrete scenario in which the safety invariant is violated, and can be used as feedback
to the modelling and specification process.
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Section 2 — INTRODUCTION

One of the objectives of work package D.4 (WP D.4) is to verify a core set of functional requirements for inter-
locking systems modelled in Executable UML (xXUML) (Task D.3.3, UIC). The general strategy to achieve this
aim was presented in deliverable D.4.1. The aim of verification is to show that the interlocking xXUML model
satisfies certain requirements that are not directly expressed as functional requirements. These requirements
include safety requirements such as those that prevent collisions and derailment.

In order to perform the verification of interlocking XUML models quickly and accurately, we are developing
software tools. For this we take existing software and technology as a starting point and develop extensions and
adaptations to make them suitable for the verification of interlocking XUML models. Most notably, we need
to develop and implement translators (translating xXUML models to the input languages of existing software,
and translating the output back to UML), and we need to adapt the existing software for the specific task of
verifying safety invariants. Deliverable D.4.5.1, associated with the first part of Task D.4.5 of work package
D.4, is a prototype of the verification tool that is being developed. The prototype is described in the current
document consists of the following tools:

Translation tools for translating interlocking XUML models and safety invariants into the formal specification
language mCRL2.

Model checking tools for verifying that the safety invariants hold in the interlocking model, and for generating
an error trace if a safety violation is found.

Trace visualisation tool for displaying error traces in the form of a UML message sequence diagram.

A more detailed description of the tools can be found in Section 4. The CD accompanying this report contains
all the above tools.
The work carried out by us in order to realise the prototype functionality is summarised below.

Expressing safety invariants for verification: Safety invariants are often provided in natural language. In order
to verify them, they must be formalised. We formalise safety invariants in XUML in a style similar to
how the xXUML interlocking models are specified. We point out that the formalisations presented in this
report are meant to illustrate a method; we do not claim that these formalisations are correct with respect
to the intended meaning of the safety invariants.

Generating XMI: The interlocking model must be provided to the automated translation in an XMI format
compatible with the UML2 Standard of Eclipse. The xXUML interlocking models are created in Artisan
Studio. We have created a software tool which takes an Artisan model as input and produces as output
an identical model in XMI.

Translation from xUML to mCRL2: We have implemented a program which takes as input: an XUML model
M (provided in XMI format), a track layout, a safety invariant XtUML model, an instantiation of the safety
invariant model. The translation program transforms the input to a model whose structure is closer to the
process-based formalism of mCRL2. From this model, the mCRL2 code is finally generated.

Trace visualisation: If a safety violation was found by the model checking tools, an error trace is produced.
This trace is just a sequence of actions in plain-text format. We have created a trace visualisation tool
which takes the plain-text trace and generates a UML message sequence diagram.
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User interface: A simple user interface has been created in order to make the tool easier to use by people who
are not familiar with the internal workings of the underlying tools.

In order to demonstrate the verification process, the prototype uses as an example the Micro 2010 inter-
locking xUML model (an example provided by KnowGravity Inc.) and three safety invariants formulated in
the Micro 2010 document [7].

A second technique of formal verification which we described in D.4.1 is to apply theorem provers to a
model in order to verify that the required properties hold. We give a brief report on the status of this approach.

In this report, we focus on functionality aspects rather than implementation details, although some descrip-
tion of the developed software will be given. The rest of this document is structured as follows. In Section 3.1,
we briefly recall the model checking verification approach. In particular, we describe how safety invariants are
verified by expressing them in XUML. We describe the progress of the development of our theorem proving
tools in Section 3.2. An overview of the structure, functionality and implementation of the prototype is given
in Section 4. Finally, we conclude in Section 5.
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Section 3 — VERIFICATION APPROACH

3.1 Model checking

In model checking, a formal model is a mathematically precise description of all possible behaviours of a
system. By an exhaustive inspection of the formal model, it is determined whether a certain desired property
(for example, a safety invariant) is satisfied by all system behaviours. In order to perform model checking
on interlocking xXUML models, we must first obtain a formal model and express the safety invariants in a
format compatible with the formal model. In our model checking approach, the generic interlocking xXUML
model together with a track layout instance are translated to the formal specification language mCRL2. This
mCRL2 specification serves as the input to the model checking tools mCRL2 and LTSmin. We demonstrate our
approach by verifying three safety invariants formulated in natural language in the Micro 2010 document [7].
We model these invariants in xXUML, an idea which is based on the approach to testing using “negative test case
observers” by Crispin de Courcey-Bayley and Markus Schacher of KnowGravity Inc., see [3, 4]. This modelling
of invariants, however, is a non-trivial task and we do not claim that the current formalisation captures the
intended interpretation of the safety invariants. Our aim is rather to demonstrate a method of how the invariants
can be formalised. Our motivation for expressing the safety invariants in UML is that we believe it will facilitate
discussions between us, the UML modellers and the railways on the correct interpretation of these invariants.
It also has the advantage that we can reuse the code that carries out the translation from UML to mCRL2 of the
interlocking model.

3.1.1 Interlocking models

As already pointed out in the earlier deliverable D.4.1, the common core Interlocking Model (deliverable D.3.3)
is not yet available to us, and we therefore base our work on a number of example interlocking models: Micro
I, Micro II and Micro 2010. These models have been kindly provided to us by KnowGravity Inc. In the
current prototype, we demonstrate our verification technique using the Micro 2010 interlocking [7], whose
class diagram we show in Figure 3.1.

3.1.2 Safety invariants

In this prototype, a safety invariant is expressed as a so-called “observer”. This observer is a UML state machine
which “observes” the state of the system and whenever a violation of the invariant is found it generates an error
signal and deadlocks the system. Safety violations can therefore be found using the existing deadlock detection
functionality of the model checking tools.

The observers are specified in a generic xXUML model separate from the interlocking xXUML model. During
the automated translation, the two models are transformed into an internal model that captures both. For
technical reasons, each observer instance must be associated with an “observed object” (and the class of this
observed object) from the interlocking model instance. In fact, an observer of objects of type X is a UML
class which can be seen to specialise the UML class X. In particular, the observer may access the attributes
and associations of the observed object. In other words, the observer state machine is a subcomponent of the
observed object.

Since the observer state machines make explicit reference to the states, attributes and associations of objects,
different interlocking models generally require different observer classes to express a safety invariant P. For
this deliverable, we have expressed two safety invariants for the Micro 2010 interlocking. These are taken from
the Micro 2010 document from which we quote [7, section 2.2.6].

INESS WS D Deliverabie D.4.5.1_Prototype of a tool for verification Report Ver2010-10-22 ~~ "~~~ 7777777777777 77700

Date: 2010-10-2
Revision: Final Security: Confidential — Consortium Only Page 7/ 17




Grant agreement no.: 218575

tegrated European Signalling System

Domain Objects

LCL
* route B |
routes routes
id
/proceed conditions ok = ...
/is established = ...
" Lroutes *| R routes
HALl .
.| fracks . left points | right points | entry signal
frack point signal
[is free = ... /atleft = ...
/at right = ...
[is locked = ...
HAL device
id
Type: xUML Class Diagram Last Changed By: Ms / 17.03.2010

Figure 3.1: Class diagram of Micro 2010 interlocking.

S_0001 “A point that is locked by an established route shall never move.”
S_0002 “The entry signal of an established route shall never display proceed when one of its tracks is occupied.”

S_0002a “If a route is established and one of its tracks is occupied, then the entry signal of the route shall never
change from a stop aspect to a proceed aspect.”

The invariant S_0002a is a refinement of S_0002 that we added in order to be able to exclude scenarios
where the entry signal of an established route shows proceed, and subsequently a track in the route becomes
occupied. Such a scenario is a violation of S_0002, but given that a proceed signal should allow a train to
enter the route, one might not consider it a real violation. We do not wish to discuss the correctness of the
formulation of this invariant here, but use it as an illustration for how different interpretations of an invariant
can be formalised in xXUML.

Figures 3.2, 3.4 and 3.3 (on page 9) show the state machines expressing the invariants S_0001, S_0002 and
S_0002a, respectively. Figure 3.5 (on page 10) shows the class diagram of the observer model. As an example,
we briefly describe the state machine for S_0001. The invariant S_0001 is an observer of objects of type point
in the Micro 2010 interlocking model. The transition from the state idle to the state active is triggered by
the change condition /is_locked and has as guard not /moving. The change condition refers to the derived
attribute /is_locked in the point class, and the guard refers to the derived attribute /moving which is defined
in the S_0001 class itself. The actual definition is /moving := self.in_state (#working.moving) and it
happens as an effect of the initial transition to the state idle (in the figure, the assignment is shown as Effect,
since Papyrus state machine diagrams do not display action language elements). Hence, /moving is true if and
only if the state moving is active in the observed point object. The transition from the state active to the
state violated can take place if a violation of S_0001 has been detected, and as the Effect on this transition,
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the message <i>_violation (property := S_0001) is sent to the environment (called GUI in Micro 2010).
Again, the sending of this message is only shown as the label Effect on the transition from active to idle.
In the translation to mCRL?2, this message is treated differently from the other messages to the environment,
and sending it will cause the entire system to deadlock.

In Figure 3.5, we show the class diagram of the observer model. The abstract class AbstractObserver has
no state machine associated with it, it just specifies that an observer is associated with an observed object and
class. The classes S_0001 and S_0002 are specialisations of AbstractObserver and in these classes derived
attributes can be declared that are needed in the definition of the state machine diagrams (Figures 3.2 and 3.3).
The class BuildObservers creates the observer instances from an instantiation file as described in on page 12.

L3

when /is_locked [ not/moving ] Aﬁ
active idle

when not fis_locked [ ]

when /moving [ fis_locked |/ Effect

violated

Figure 3.2: State machine of invariant S_0001, associated with class point in Micro 2010.

when /activation ¥ Effeci
active ide

when not/activation

when entry_signal.in_state(#proceed) [ /activation ]/ Effect

violated

Figure 3.3: State machine of invariant S_0002, associated with class route in Micro 2010.

3.2 Theorem Proving

In addition to the model checking approach we have been exploring the possibility of using an existing mod-
elling tool called UML-B and associated Rodin theorem provers. Theorem proving has the advantage that it is
independent of a particular track layout. However, theorem proving can be manually intensive if the automatic
provers do not succeed.

The first stage of this approach is to translate the xUML interlocking model into UML-B. We have found
that some features supported by UML are not supported in UML-B. In order to express the interlocking models
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S_0002a

| Eff

start when not/fis_established

hen fis_established

established

when not/all_tracks_free [ not/proceed |

when not/all_tracks_free [/proceed |

when not fis| established

when fproceed and not jall_tracks_free / Effect

Figure 3.4: State machine of invariant S_0002a, associated with class route in Micro 2010.

«primitiveTypes BuildObservers
DerivedAttribute

AbstractObserver

= ObservedClassMame: String [1]
= ObservedObjectMame: String [1]

-~

S_0001

«signals
<i>_violation

= moving: DerivedAttribute [1] S 0002

= /all_tracks_free: DerivedAttribute...
=] factivation: DerivedAttribute [1]

Figure 3.5: Class diagram of the safety invariant model for Micro 2010 (called ObserverModel.uml).

in UML-B we have added new features to correspond to the ones used in the UML version of the interlocking
models. The new version (UML-B version 2.0.0), incorporating these new features, is publicly available and
will be released via the Rodin update site. The tool can be installed by following the instructions on the Event-B
web-site!2. Work is still in progress to provide an automatic translation from interlocking XUML models to
UML-B.

The modelling tool UML-B is developed at the University of Southampton. The Rodin platform is devel-
oped jointly between Systerel (URL: www.systerel. fr), University of Southampton, Heinrich-Heine Univer-
sity (Diisseldorf) and ETH Zurich.

Ihttp://www.event-b.org/platforn.html
2http://www.event-b.org/plugins.html
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4.1 Tool chain overview

Figure 4.1 gives a diagrammatic overview of the tool chain that makes up the prototype. Square boxes denote
software tools, ellipses denote data. Below we give a brief description of each of these elements.

Micro 2010
(Artisan format)

Safety invariant model
(UML2-XMI)

Micro 2010
(UML2-XMI)

Formal model
(mCRL2)

No safety property was violated Some safety property was violated

Figure 4.1: Tool chain diagram.
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4.1.1 Artisan to XMl

The xUML interlocking models are created in Artisan Studio. The translation from xXUML to mCRL2, however,
requires the xXUML models to be provided in the XMI format. We have created a software tool that generates
XMI from the Artisan export files of the XUML interlocking model. This tool was developed by LaQuSo.
4.1.2 Translation from xUML to mCRL2

We describe the input and output of the automated translation module, and give a short description of the model
transformations involved in the translation. The automated translation tool was developed by LaQuSo and
York.

Input: Interlocking model

The interlocking model is an xXUML model which specifies the behaviour of an interlocking, for example, Micro
2010.

Input: Track layout

The track layout for which the interlocking XUML model is to be instantiated is defined in a file using a specified
syntax. For example, the following lines define the simple track layout in Figure 4.2:

tracks := #[tl, t2, t3];

points := #[pl];

signals := #[sl];

routes := #[(rl, [tl, t2], [], I[pl]l, sl)
(

Figure 4.2: Simple track layout.

An interlocking model and a track layout together define an interlocking model instance.

Input: Safety invariant model

The safety invariant model is an xXUML model that defines invariants as state machines as described in Sec-
tion 3.1.2.

Input: Safety invariant instance

This is a file specifying which safety invariants should be verified in the model instance resulting from the
interlocking model and the track layout. These safety invariant instances are specified using the same syntax as
the in the track layout. For example, the following lines specify that the invariant S_0001 should be instantiated
for the object pl of type point, and the invariant S_0002 should be instantiated for objects r1 and r2 of type
route.
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S_0001_instances := #[ (pl,point)];
S_0002_instances := #[(rl,route), (r2,route)];

Currently, only one invariant per object can be verified in a model instance. That is, if one wants to verify
both S_0002 and S_0002a for the route object r1, then this must be done in separate runs of the prototype.

Output: Formal model

The output of the automated translation is a formal specification in the mCRL?2 specification language. This
formal specification combines the interlocking xXUML model and the safety invariants in such a way that safety
violations can be found by using the deadlock detection functionality of the model checking tools.

Model transformation: from UML to mCRL2

The automated translation is implemented using the Eclipse-based model transformation tool set called Epsilon.
The translation consists of two steps. In step 1, the input models and files are transformed to an internal model
in which the model data has been restructured and/or augmented in a way that facilitates the generation of
mCRL2 code. In step 2, the mCRL2 code is generated from the internal model. The model transformation of
step 1 consists of several substeps. First the generic UML models are translated, which creates the classes of
the internal model. This first step, in particular, includes parsing the actions and expressions on state machine
transitions. Second, the files specifying the track layout and safety invariant instances are used to create objects
and instantiate attributes, associations and actions. Third, the internal model is augmented with data that allows
easy access to the data that is needed for the generation of mCRL2 code in step 2.

4.1.3 Verification using model checking tools

The model checking tools take as input the mCLR2 model generated by the translation process. Using symbolic
methods (cf. [1]), all possible states of the model are explored and it is checked whether any of these states is a
deadlock state, i.e. a state from which no further progress is possible.

Due to the encoding of the safety invariant in the translation step a deadlock indicates that the invariant does
not hold. Furthermore, if deadlocks are absent the encoding guarantees that the safety invariant is valid. In case
a deadlock is found, the tools will produce an execution trace (i.e. a sequence of actions) from the initial state
of the system to a deadlock state. This execution trace can be used to diagnose why the safety invariant does
not hold. The execution trace is provided in plain-text.

The mCRL2 model checking toolset is developed at the Eindhoven University of Technology (LaQuSo
member). The LTSmin symbolic model checker is developed at the University of Twente (LaQuSo member).

4.1.4 Trace visualisation

An execution trace provided by the model checking tools is a sequence of actions in the translated mCRL2
model, hence it is not expressed in terms of the XUML model that was used to specify the model. In order to
present the results at the level of abstraction of the user, we have created a tool that visualises traces as UML
message sequence diagrams.

This trace visualisation tool is implemented using the Epsilon tool set and the UML modelling tool Papyrus.
Basically, the generation of the trace visualisation occurs in two steps. In the first step, the text file representing
the execution trace from the model checking tool is parsed, and an input model that can be read by the Epsilon
tool is generated. In the second step, a model transformation using the Epsilon tool is triggered, where the
previously generated model is used to generated a graphical UML message sequence diagram which can be
displayed in Papyrus.
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Figure 4.3 presents a partial diagram produced by the automated trace visualisation. (Due to the size of the
sequence, only the initial part is shown.) The sequence diagram consists of vertical lines that correspond to the
names of the objects in the XUML model. In this particular example, it consists of: Environment, RailYard,
Signal s1, Point p1, Tracks tl1, t2, t3 and IL. The execution of the system is represented by message actions,
which correspond to the messages being exchanged between the object components of the system. The notion
of time for the system execution flows from the top of the figure downwards. In other words, as the system
progresses, the messages exchanged start appearing downwards.
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Figure 4.3: Example of a generated trace for a property.

The trace visualisation tool is developed at the University of York.

4.1.5 How to use the tool

In the current prototype, the tool is implemented inside the open-source Eclipse environment. It is implemented
as different plugins developed for this tool, where several buttons are provided for the user to trigger the verifi-
cation of specific properties. By pressing a button, the user can verify the current input xXUML model that was
translated (Micro 2010 in this case) from Artisan Studio for the desired track layout and safety invariants.

The tool allows for the user to modify the track layout as desired (see Figure 4.4), and provides a built-in
syntax checker that ensures that the user is inputting a well-formed track layout specification. Once a scenario
has been specified, the user can press a button, or select a menu option, to trigger the verification (see red circles
in Figure 4.4). If a safety invariant was found not to hold, the verification tool will automatically generate a
visualised trace and present it to the user. Otherwise, it will simply tell the user that the safety invariants have
been verified.
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Figure 4.4: Example of a scenario definition in the prototype.

4.1.6 Prototype CD contents

The abovementioned tools are wrapped in a virtual environment which can be run using the Virtual Box soft-
ware package (also provided on the CD). The CD furthermore contains instructions for how to install the
prototype, and a number of documents referred to in this report, some of which are not publicly available. The
following lists the entire contents of the CD.

e Virtual Box installation files.

e Disk image (actual prototype) containing:

Modeling tools: Eclipse and an extended version of the UML editor Papyrus, which is used to
display visualised traces.

mCRL2 toolset: provides support for the mCRL?2 language and pre-processing of mCRL2 specifi-
cations before they are put into the model checker.

LTSmin toolset: explores the state space of mCRL2 models in a symbolic way and detects dead-
locks (also providing traces to these deadlocks).

Trace visualisation tool.

e Installation instructions.

e Documents-folder containing:

— The Micro 2010 interlocking document.

— Article (see bibliography item [6]) on our verification strategy published in the scientific journal
Innovations in Systems and Software Engineering.

— Presentation slides (bibliography item [4]) by Crispin de Courcey-Bayley and Markus Schacher of
KnowGravity Inc.
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Section 5 — CONCLUSION

In this deliverable, we have presented a prototype which demonstrates our approach to formal verification of
interlocking xXUML models using the Epsilon model transformation technology and the model checking tools
mCRL2 and LTSmin. This prototype allows the user to verify three different safety invariants on the experi-
mental Micro 2010 interlocking model. The prototype comes with a simple user interface which integrates the
entire verification tool chain. This tool chain consists of the automated translation from xUML to mCRL2 of
an interlocking model and its safety invariants, the subsequent model checking, and the visualisation of error
traces as UML message sequence diagrams. Our future work includes:

e Extending the automated translation to deal with the Generis interlocking model (produced in the Euro
Interlocking project). This is foremost a matter of extending the parser.

Extending the translation from xUML to target languages other than mCRL2, in particular to UML-B.

Further investigations into how safety invariants can be expressed and verified.

Further research and development of model checking tools and techniques in order to be able to verify
large interlocking models such as Generis.

Provide a UML-B model of the Micro 2010 interlocking with some safety invariants fully proven.
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